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ABSTRACT

Statecharts is a formalism to model timed, reactive, autonomous systems. It uses a discrete-event abstraction: state changes can occur when an event arrives from the environment, or if one is raised locally. Statecharts are successfully used to model user interfaces, embedded controller software, artificial intelligence, and much more. Many tools have been developed to model, simulate, and generate code from Statecharts. In this tutorial, we introduce Statecharts and explain how they can be modelled, simulated, and debugged using a visual modelling and simulation interface. We start from the basic (non-hierarchical) concepts of states and transitions, and then move on to more advanced concepts of hierarchy, concurrency, and history. We use a simple traffic light application as a running example to demonstrate each concept. Although we focus on the practical aspect of modelling with Statecharts, we introduce the theoretical underpinnings along the way. We use Yakindu, a Statecharts modelling and simulation environment built on top of the Eclipse IDE, but the techniques taught in this tutorial can be applied to any other Statecharts modelling and simulation tools.

Statecharts, introduced by Harel (Harel 1987), is used to specify complex, timed, reactive, autonomous discrete-event systems. It is an extension of Timed Finite State Automata which adds depth, orthogonality, broadcast communication and history. Its visual representation is based on higraphs, which combine graphs and Venn diagrams (Harel 1988). This representation is most suited to represent Statecharts models, and many tools offer visual editing and simulation support for the Statecharts formalism. Examples include STATEMATE (Harel and Naamad 1996), Yakindu (https://www.itemis.com/en/yakindu/statechart-tools/), Rhapsody (Harel and Kugler 2004), and Stateflow (https://www.mathworks.com/products/stateflow.html).

This tutorial introduces Statecharts modelling, simulation, and testing. As a running example, the behavior of a simple timed, autonomous, reactive system is modelled: a traffic light. We start from the basic concepts of states and transitions and explain the more advanced concepts of Statecharts by extending the example incrementally. We use Yakindu to model the example system.

Statecharts is used to model the behaviour of reactive systems. A reactive system receives input from the (external) environment and produces output back to the environment. Since Statecharts uses a discrete-event abstraction, this communication with the environment are abstracted as events. In this tutorial, a traffic light as an example and model its behaviour using Statecharts is presented. This example is basic, but has all essential complexity: it is timed, since its lights have to switch autonomously, and it is reactive, since its normal execution can be interrupted by a policeman. As will be explained in the tutorial, to effectively develop these systems, traditional approaches based on threads and timeouts add accidental complexity, and Statecharts is more suited.

The basic building blocks of Statecharts models are states (modelling the configuration of a system) and transitions (modelling the dynamics of a system, i.e., how the system’s configuration changes over time).
Transitions are triggered by an event coming from the environment, or an internal event. It can raise events to the environment. The tutorial starts with modelling a basic autonomous traffic light that only uses these two basic abstractions. Then, the example is extended with three advanced Statecharts concepts: depth (in the form of composite states), orthogonality (in the form of orthogonal components) and history (in the form of history states). Composite states can nest states (arbitrarily deep) in order to group common behaviour. Orthogonal states introduce a notion of orthogonally executing regions that can communicate using (internal) events. History states allow to restore the last configuration of a composite state when it is re-entered. During the tutorial, the example system will be progressively updated and extended with these advanced concepts. Simultaneously, the semantics of these constructs will be explained.

To successfully develop systems using Statecharts, techniques for testing whether the model(s) meet(s) the system’s requirements are necessary. To do this, in the tutorial, a test scenario, which consists of a series of input events, and its expected output trace, will be selected. The tested model is subsequently placed in an “experimental frame” (Zeigler, Praehofer, and Kim 2000) to check whether the test case passes. To model the execution of this test case, it is modelled in Statecharts as well: the input and output models are coupled to the tested model to simulate the interaction with the environment.
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